# **Algorithm Codes for Practice and Contests**

**01) C++ Habijabi**

**02) Prime Factorization**

**03) String Reverse**

**04) String Division**

**05) String MOD**

**06) Factorial Modulo**

**07) GCD & LCM**

**08) LCM**

**09) Dijkstra with PQ**

**10) Dijkstra with Q**

**11) Max Sub-array**

**12) DFS**

**13) BFS**

**14) LCS**

**15) LIS**

**16) Fibonacci with String [1->5000]**

**17) Euler Function**

**18) Joseph’s algorithm**

**19) Binomial Co-efficient’s**

**20) Stern Brocot Tree**

**21) Big Mod**

**22) Heap Sort**

**23) Median Finding in Linear Time**

**24) DFS [Alternate]**

**25) Bellman Ford**

**26) Coin Change [Limited]**

**27) Coin Change [unlimited]**

**28) Floyd War-shall**

**29) TP Sort**

**30) MST [Kruskal]**

**31) Merge Sort**

**32) Divisors of a Number**

**33) Sum of Divisors**

**34) Goldbach’s Conjecture**

**35) Digits of N!**

**36) Digits of XY**

**37) Trailing Zeros of Factorial**

**38) Generate Number of Divisors**

**39) Last Nonzero Digit of factorial**

**40) Inverse Modulo**

**41) Factorial Factor**

**42) Primitive Roots**

**43) Rod Cutting**

**44) Edit Distance DP**

**45) Extended Euclid Algorithm**

**46) Minimum Cost Path DP**

**47) Rat in a Maze[DP]**

**48) nCr DP**

**49) Naive Pattern Searching**

**50) Articulation Point**

**51) Articulation Bridge**

**\*\*) Geometry**

**C++ Habijabi**

**=============**

#include <vector>

#include <list>

#include <map>

#include <set>

#include <deque>

#include <queue>

#include <stack>

#include <bitset>

#include <algorithm>

#include <functional>

#include <numeric>

#include <utility>

#include <sstream>

#include <iostream>

#include <iomanip>

#include <cstdio>

#include <cmath>

#include <cstdlib>

#include <ctime>

#include <cstring>

#include <cctype>

#define MEM(a,b) memset((a),(b),sizeof(a))

#define MAX(a,b) ((a)>(b)?(a):(b))

#define MIN(a,b) ((a)<(b)?(a):(b))

#define In freopen("In.txt", "r", stdin);

#define Out freopen("out.txt", "w", stdout);

using namespace std;

**Prime Factorization**

**=================**

bool status[1100002];

void siv()

{

int i,j;

int N=1000000;

int sq=sqrt(N);

for(i=4; i<=N; i+=2) status[i]=1;

for(i=3; i<=sq; i+=2)

{

if(status[i]==0)

{

for(j=i\*i; j<=N; j+=i) status[j]=1;

}

}

status[1]=1;

}

**String Reverse**

**==============**

void string\_reverse(char c[])

{

int len = strlen(c);

int i;

int mid = len/2;

char temp;

for(i=0; i<mid; i++)

{

temp = c[i];

c[i] = c[len-i-1];

c[len-i-1] = temp;

}

c[len] = '\0';

printf("%s\n",c);

}

**String Division**

**===============**

for(i=0; i<len; i++)

{

rem = (rem \* 10 + a[i] - '0')%n;

div = (div \* 10 + a[i] - '0')/n;

b[i] = div+'0';

div = rem;

}

**String Mod**

**==========**

for(i=0; i<len; i++)

{

d = (d\*10+a[i]-'0')%n;

}

**Factorial Modulo**

**================**

int factmod ( int n, int p ) {

int res = 1 ;

while ( n > 1 ) {

res = ( res \* ( ( n / p ) % 2 ? p - 1 : 1 ) ) % p

;

for ( int i = 2 ; i <= n % p ; ++ i )

res = ( res \* i ) % p ;

n /= p ;

}

return res % p ;

}

**GCD**

**===**

int gcd ( int a, int b )

{

if ( b == 0 )

return a ;

else

return gcd ( b, a % b ) ;

}

//

int gcd ( int a, int b )

{

return b ? gcd ( b, a % b ) : a ;

}

//

int gcd ( int a, int b )

{

while ( b ) {

a % = b ;

swap ( a, b ) ;

}

return a ;

}

**LCM:**

**====**

int lcm ( int a, int b )

{

return a / gcd ( a, b ) \* b ;

}

**DijkStra's SP with PQ**

**=====================**

#define XX 10000

#define M 100

vector <int> edge[M],cost[M];

int d[M];

struct data

{

int city, dist;

bool operator < ( const data& p ) const

{

return dist > p.dist;

}

};

int dijkstra(int source, int destination)

{

memset(d,XX,sizeof(d));

priority\_queue<data> q;

data u, v;

u.city = source, u.dist = 0;

q.push( u );

d[ source ] = 0;

while( !q.empty() )

{

u = q.top();

q.pop();

int ucost = d[ u.city ];

for(int i=0; i<edge[u.city].size(); i++)

{

v.city = edge[u.city][i], v.dist = cost[u.city][i] + ucost;

if( d[v.city] > v.dist )

{

d[v.city] = v.dist;

q.push( v );

}

}

}

return d[ destination ];

}

int main()

{

int u,v,c;

int n,e,i,j;

cin >> n >> e;

for(i=0; i<e; i++)

{

cin >> u >> v >> c;

edge[u].push\_back(v);

cost[u].push\_back(c);

}

cout << endl << "List" << endl ;

for(i=1; i<=n; i++)

{

cout << "Edge[" << i << "] ";

for(j=0; j<edge[i].size(); j++)

cout << edge[i][j] << " ";

cout << endl;

}

int x = dijkstra(1,n);

for(i=1; i<=n; i++)

{

cout << "Distance[" << i << "]: " << d[i] << endl;

}

cout << endl << "X : " << x << endl;

return 0;

}

**DijkStra's SP with Q**

**====================**

#define INFINITY -100000

#define M 100

vector <int> edge[M],cost[M];

int dis[M];

int BFS(int source,int Destincation)

{

queue <int> Q;

Q.push(source);

memset(dis,INFINITY,sizeof(dis));

dis[source] = 0;

while(!Q.empty())

{

int u = Q.front();

Q.pop();

int uCost = dis[u];

for(int i=0; i<edge[u].size(); i++)

{

int v = edge[u][i];

int vCost = cost[u][i] + uCost;

if(dis[v] < vCost)

{

dis[v] = vCost;

Q.push(v);

}

}

}

return dis[Destincation];

}

int main()

{

int u,v,c;

int n,e,i,j;

cin >> n >> e;

for(i=0; i<e; i++)

{

cin >> u >> v >> c;

edge[u].push\_back(v);

cost[u].push\_back(c);

}

cout << endl << "List" << endl ;

for(i=1;i<=n;i++)

{

cout << "Edge[" << i << "] ";

for(j=0;j<edge[i].size();j++)

cout << edge[i][j] << " ";

cout << endl;

}

int x = BFS(0,n-1);

for(i=0;i<n;i++)

{

cout << "Distance[" << i << "]: " << dis[i] << endl;

}

cout << endl << "X : " << x << endl;

return 0;

}

**Max Sub-array**

**=============**

int maxCrossingSum(int a[],int l,int m,int h)

{

int left\_sum = INT\_MIN;

int sum = 0,i;

for(i=m; i>=l; i--)

{

sum += a[i];

if(sum > left\_sum)

left\_sum = sum;

}

sum = 0;

int right\_sum = INT\_MIN;

for(i=m+1; i<=h; i++)

{

sum += a[i];

if(sum > right\_sum)

right\_sum = sum;

}

return left\_sum+right\_sum;

}

int findMaxSubarray(int a[],int low,int high)

{

if(high == low)

return a[low];

int mid = (low + high)/2;

return max(findMaxSubarray(a,low,mid),findMaxSubarray(a,mid+1,high),maxCrossingSum(a,low,mid,high));

}

**DFS**

**===**

void dfs(int g[100][100])

{

for(u=0;u<n;u++)

{

color[u]='w';

parent[u]=-1;

}

time=0;

for(u=0;u<n;u++)

{

if(color[u]=='w')

dfs\_visit(g,u);

}

}

void dfs\_visit(int g[100][100],int u)

{

int v;

time++;

distance[u]=time;

color[u]='g';

for(v=0;v<n;v++)

{

if(g[u][v]==1)

{

if(color[v]=='w')

{

parent[v]=u;

dfs\_visit(g,v);

}

}

}

color[u]=='b';

time++;

f\_time[u]=time;

}

**BFS**

**===**

vector<int>G[100];

void bfs(int n,int src)

{

queue<int>Q;

Q.push(src);

int visited[100]={0},level[100];

int parent[100];

visited[src]=1;

level[src]=0;

while(!Q.empty())

{

int u=Q.front();

for(int i=0;i<G[u].size();i++)

{

int v=G[u][i];

if(!visited[v])

{

level[v]=level[u]+1;

parent[v]=u;

visited[v]=1;

Q.push(v);

}

}

Q.pop();

}

for(int i=1;i<=n;i++)

printf("%d to %d distance %d",src,i,level[i]);

}

**LCS**

**===**

int lcs(void)

{

int lena = strlen(a);

int lenb = strlen(b);

int i,j;

for(i=1; i<=lena; i++)

{

for(j=1; j<=lenb; j++)

{

if(a[i-1]==b[j-1])

c[i][j] = c[i-1][j-1]+1;

else

c[i][j] = maximum(c[i][j-1],c[i-1][j]);

}

}

return c[lena][lenb];

}

**LIS**

**===**

while(scanf("%d",&n) && n)

{

for(i=0; i<n; i++)

{

scanf("%d",&arr[i]);

}

for(i=0; i<n; i++)

total[i]= 1;

for(i=0; i<n; i++)

{

l = i;

if(i!=0)

for(j=i-1; j>=0; j--)

{

if(arr[l]>arr[j])

{

l = j;

total[i]++;

}

}

r = i;

if(i!=n-1)

for(j=i+1; j<n; j++)

{

if(arr[r]<arr[j])

{

r = j;

total[i]++;

}

}

}

int num = 0;

for(i=0; i<n; i++)

{

if(total[i]>num)

num = total[i];

}

printf("%d\n",num);

}

**Fibonacci upto 5000 with String**

**===============================**

long int len1,len2,len,i,j;

char c[5001];

typedef struct

{

char bigfact[5001];

} countfactsum;

countfactsum str[5001];

void string\_reverse()

{

int len = strlen(c);

int i;

int mid = len/2;

char temp;

for(i=0; i<mid; i++)

{

temp = c[i];

c[i] = c[len-i-1];

c[len-i-1] = temp;

}

c[len] = '\0';

}

int maxx()

{

if(len1>len2)

return len1;

else

return len2;

}

void fibo()

{

char arra[5001],arrb[5001];

char b[10],a[10];

int extra,sum,k,l;

a[0] = '0';

b[0] = '1';

a[1]='\0';

b[1]='\0';

sscanf(a,"%s",str[0].bigfact);

sscanf(b,"%s",str[1].bigfact);

for(i=2; i<=5000; i++)

{

strcpy(arra,str[i-2].bigfact);

strcpy(arrb,str[i-1].bigfact);

len1 = strlen(arra);

len2 = strlen(arrb);

len = maxx();

extra = 0;

sum = 0;

j = 0;

k = len1-1;

l = len2-1;

while(1)

{

len--;

if(k<0)

arra[k] = '0';

if(l<0)

arrb[l] = '0';

sum = (arra[k]-'0') + (arrb[l]-'0') + extra;

k--;

l--;

if(sum>=10)

{

sum = sum - 10;

extra = 1;

}

else

extra = 0;

c[j] = sum + '0';

j++;

if(extra == 0 && len<=0)

break;

}

c[j]='\0';

string\_reverse(c);

strcpy(str[i].bigfact,c);

}

}

int main()

{

fibo();

long int n;

while(scanf("%ld",&n)==1)

{

printf("%s\n",str[n].bigfact);

}

return 0;

}

**Euler Function**

**==============**

int phi (int n) {

int result = n;

for (int i=2; i\*i<=n; ++i)

if (n % i == 0) {

while (n % i == 0)

n /= i;

result -= result / i;

}

if (n > 1)

result -= result / n;

return result;

}

**Joseph’s Algorithm**

**==================**

int joseph (int n, int k) {

if (n == 1) return 0;

if (k == 1) return n-1;

if (k > n)return (joseph (n-1, k) + k) % n;

int cnt = n/k;

int res = joseph (n - cnt, k);

res -= n % k;

if (res < 0) res += n;

else res += res / (k - 1);

return res;

}

**Binomial coefficients**

**=====================**

int C(int n, int k)

{

double res = 1;

for (int i=1; i<=k; ++i)

{

res = res \* (n-k+i) / i;

}

return (int) (res + 0.01);

}

**Stern - Brocot Tree**

**====================**

**// General Algo**

string find (int x, int y, int a = 0, int b = 1, int

c = 1, int d = 0) {

int m = a+c, n = b+d;

if (x == m && y == n)

return "";

if (x \* n < y \* m)

return 'L' + find (x, y, a, b, m, n);

else

return 'R' + find (x, y, m, n, c, d);

}

**// UVA Problem Algo**

for(i=0; i<n; i++)

{

a = 0,b = 1,c = 1,d = 0;

x = a + b;

y = c + d;

gets(str);

len = strlen(str);

for(j=0; j<len; j++)

{

if(str[j]=='R')

{

a = x;

c = y;

}

else if(str[j]=='L')

{

b = x;

d = y;

}

x = a + b;

y = c + d;

}

printf("%lld/%lld\n",x,y);

}

**Big Mod**

**========**

while(scanf("%lld %lld %lld",&n,&p,&m)==3)

{

long long ans=1;

while(p>0)

{

if(p%2==1)

ans=(ans\*n);

ans=ans%m;

n=(n\*n);

n=n%m;

p=p/2;

}

printf("%lld\n",ans);

}

**Heapsort**

**=========**

#include <stdio.h>

int heapsize,length;

void max\_heapify(int a[],int i)

{

int largest,l,r;

l=2\*i;

r=2\*i+1;

if(l<=heapsize&&a[l]>a[i])

largest=l;

else

largest=i;

if(r<=heapsize&&a[r]>a[largest])

largest=r;

if(largest!=i)

{

int t=a[i];

a[i]=a[largest];

a[largest]=t;

max\_heapify(a,largest);

}

return;

}

void build\_max\_heap(int a[])

{

int i;

heapsize=length;

for(i=length/2;i>=0;i--)

max\_heapify(a,i);

return;

}

void heapsort(int a[])

{

build\_max\_heap(a);

int i;

int l=2\*i,r=(2\*i)+1;

for(i=length;i>=1;i--)

{

int t=a[l];

a[l]=a[i];

a[i]=t;

heapsize--;

max\_heapify(a,0);

}

return;

}

int main()

{

int a[100],i;

scanf("%d",&length);

for(i=0;i<length;i++)

scanf("%d",&a[i]);

heapsort(a);

for(i=0;i<length;i++)

printf("%d ",a[i]);

return 0;

}

**Median Finding Algo in Leaner Time**

**==================================**

int N;

int A[] = {5,7,-1,-8,9,2,13};

int partitions(int low,int high)

{

int p=low,r=high,x=A[r],i=p-1;

for(int j=p; j<=r-1; j++)

{

if (A[j]<=x)

{

i=i+1;

swap(A[i],A[j]);

}

}

swap(A[i+1],A[r]);

return i+1;

}

int selection\_algorithm(int left,int right,int kth)

{

while(true)

{

int pivotIndex=partitions(left,right); //Select the Pivot Between Left and Right

int len=pivotIndex-left+1;

if(kth==len)

return A[pivotIndex];

else if(kth<len)

right=pivotIndex-1;

else

{

kth=kth-len;

left=pivotIndex+1;

}

}

}

int main()

{

int sz = sizeof(A)/sizeof(A[0]);

int loc = selection\_algorithm(0,sz-1,(sz+1)/2);

for(int i=0; i<sz; i++)

cout << A[i] << " " ;

cout << endl << loc << endl;

return 0;

}

**DFS[Alternate]**

**==============**

int node,grid[m][m],distance[m]= {0},times=0,dist[m]= {0};

bool visited[m];

void initialize()

{

memset(grid,0,sizeof(grid));

memset(visited,false,sizeof(visited));

return;

}

void dfs(int u)

{

visited[u] = true;

for(int i=1; i<=node; i++)

{

if(grid[u][i] && !visited[i])

dfs(i);

}

return;

}

int main()

{

int edge,u,v,cnt=0;

cin >> node >> edge;

for(int i=1; i<=edge; i++)

{

cin >> u >> v;

grid[u][v] = 1;

}

for(int i=1; i<=node; i++)

{

if(!visited[i])

{

cnt++;

dfs(i);

}

}

cout << "DFS Visit Total: " << cnt << endl;

return 0;

}

**Bellman Ford Algo**

**=================**

int Distance[100];

int node,vertx;

struct vertices

{

int source,destination,cost;

void sourceDestinationCost(int \_source,int \_destination,int \_cost)

{

source = \_source;

destination = \_destination;

cost = \_cost;

}

} vertxx[100];

void Bellman\_Ford(int src)

{

bool yesOrNo = true;

memset(Distance,int\_\_max,sizeof(Distance));

Distance[src] = 0;

for(int i=1; i<node; i++)

{

for(int j=0; j<vertx; j++)

{

int u = vertxx[j].source;

int v = vertxx[j].destination;

int weight = vertxx[j].cost;

if(Distance[u]+weight < Distance[v])

Distance[v] = Distance[u]+weight;

}

}

for(int j=0; j<vertx; j++)

{

int u = vertxx[j].source;

int v = vertxx[j].destination;

int weight = vertxx[j].cost;

if(Distance[u]+weight < Distance[v])

{

yesOrNo = false;

break;

}

}

if(yesOrNo==true)

{

cout << "No Negative Cycle!!" << endl;

}

else

cout << "Negative Cycle Available!!" << endl;

for(int i=0; i<node; i++)

cout << i << " " << Distance[i] << endl;

}

int main()

{

cin >> node >> vertx;

int i,j;

int u,v,cost;

for(int i=0; i<vertx; i++)

{

cin >> u >> v >> cost;

vertxx[i].sourceDestinationCost(u,v,cost);

}

Bellman\_Ford(0); // Here Zero is Source

return 0;

}

**Coin Change[Limited]**

**====================**

int main()

{

///\*\*\* Credit: KN Roy \*\*\*///

int i,j;

int coinNumber;

int coinNumberStore[10];

int highestGivingTotal = 0;

int coinChange[100];

memset(coinChange,0,sizeof(coinChange));

coinChange[0] = 1;

scanf("%d",&coinNumber);

for(i=1; i<=coinNumber; i++)

{

scanf("%d",&coinNumberStore[i]);

highestGivingTotal += coinNumberStore[i];

}

for(i=1; i<=coinNumber; i++)

{

for(j=highestGivingTotal; j>=0; j--)

{

if(coinChange[j]!=0)

coinChange[j+coinNumberStore[i]] = coinChange[j] + coinChange[j+coinNumberStore[i]];

}

}

for(j=0; j<=highestGivingTotal; j++)

{

printf("coinChange[%d] = %d\n",j,coinChange[j]);

}

int MaxWayToGiveMoney = 0;

for(j=0; j<=highestGivingTotal; j++)

if(coinChange[j]>=MaxWayToGiveMoney)

MaxWayToGiveMoney = coinChange[j];

printf("Max Way to Give Money = %d\n",MaxWayToGiveMoney);

return 0;

}

**Coin Change[Unlimited]**

**======================**

int main()

{

int i,j;

int coinNumber;

int coinNumberStore[10];

int coinChange[102];

memset(coinChange,0,sizeof(coinChange));

coinChange[0] = 1;

scanf("%d",&coinNumber);

for(i=1; i<=coinNumber; i++)

scanf("%d",&coinNumberStore[i]);

for(i=1; i<=coinNumber; i++)

for(j=0; j<=100; j++)

if(coinChange[j]!=0)

coinChange[j+coinNumberStore[i]] = coinChange[j] + coinChange[j+coinNumberStore[i]];

for(j=0; j<=100; j++)

printf("coinChange[%d] = %d\n",j,coinChange[j]);

int MaxWayToGiveMoney = 0;

for(j=0; j<=100; j++)

if(coinChange[j]>=MaxWayToGiveMoney)

MaxWayToGiveMoney = coinChange[j];

printf("Max Way to Give Money = %d\n",MaxWayToGiveMoney);

return 0;

}

**Floyd Warshall**

**==============**

#define sz 20

int node,dis[sz][sz];

void floyd\_warshall()

{

for(int k=1;k<=node;k++)

for(int i=1;i<=node;i++)

for(int j=1;j<=node;j++)

dis[i][j]=min(dis[i][j],dis[i][k]+dis[k][j]);

}

main()

{

int edge,u,v,w;

while(cin>>node>>edge)

{

memset(dis,1,sizeof(dis));

for(int i=0;i<=node;i++) dis[i][i]=0;

for(int i=1;i<=edge;i++)

{

cin>>u>>v>>w;

dis[u][v]=w;

}

floyd\_warshall();

for(int i=1;i<=node;i++)

{

for(int j=1;j<=node;j++)

if(dis[i][j]>9999) cout<<"~~ ";

else printf("%2d ",dis[i][j]);

cout<<endl<<endl;

}

}

}

**Topological Sort**

**================**

#define s 100

using namespace std;

typedef struct tag {

int node,time;

}finishing\_time;

bool comp(finishing\_time a,finishing\_time b)

{

if(a.time>b.time) return true;

return false;

}

finishing\_time f[s];

int t,a[s][s],d[s],node;

bool color[s];

void dfs(int u)

{

color[u]=true;

d[u]=++t;

for(int i=1;i<=node;i++)

if(a[u][i] && !color[i])

dfs(i);

f[u].node=u;

f[u].time=++t;

return ;

}

main()

{

int j,u,v,w,edge;

memset(color,false,sizeof(color));

memset(a,0,sizeof(a));

for(int i=1;i<=node;i++)

f[i].time=0;

t=0;

cin>>node>>edge;

for(int i=1;i<=edge;i++)

{

cin>>u>>v;

a[u][v]=1;

}

for(int i=1;i<=node;i++)

if(!color[i]) dfs(i);

sort(&f[1],&f[node+1],comp);

cout<<endl<<"Topological Order: ";

for(int i=1;i<node;i++)

cout<<f[i].node<<" ";

cout<<f[node].node<<endl;

}

**MST[Krushkal]**

**============**

int rnk[m],parent[m],flag[m];

struct frnds

{

int u,v,cost;

void udp(int \_u,int \_v, int \_cost)

{

u = \_u;

v = \_v;

cost = \_cost;

}

} frnd[m];

bool comp(frnds p,frnds q)

{

if(p.cost>q.cost)

return true;

return false;

}

void make\_set(int n)

{

for(int i=1; i<=n; i++)

{

parent[i] = i;

rnk[i] = 0;

}

return;

}

int find\_set(int x)

{

if( x != parent[x])

parent[x] = find\_set(parent[x]);

return parent[x];

}

void Union(int a,int b)

{

if(rnk[a] > rnk[b])

parent[b] = a;

else

parent[a] = b;

if(rnk[a]==rnk[b])

rnk[a]++;

return;

}

void Kruskal(int N,int E)

{

make\_set(N);

memset(flag,0,sizeof(flag));

int u,v,cost,total\_cost = 0,cnt=0;

for(int i = 1; i<=E && cnt < N-1; i++)

{

u = frnd[i].u;

v = frnd[i].v;

cost = frnd[i].cost;

if(find\_set(u)!=find\_set(v))

{

total\_cost += cost;

Union(find\_set(u),find\_set(v));

flag[i] = true;

cnt++;

}

}

printf("MST COST = %d\n",total\_cost);

printf("frnds Used\n");

for(int i=1; i<=E; i++)

{

if(flag[i]==true)

printf("%d ---> %d\n",frnd[i].u,frnd[i].v);

}

return;

}

int main()

{

int i,j,G[m][m]= {0};

int node,e;

int ua,uv,ucost;

while(cin >> node >> e)

{

for(i=1; i<=e; i++)

{

cin >> ua >> uv >> ucost;

frnd[i].udp(ua,uv,ucost);

}

sort(&frnd[1],&frnd[e],comp);

Kruskal(node,e);

}

return 0;

}

**Mergesort**

**=========**

#define MEX 100

using namespace std;

int cnt;

void merge(int lef[],int rig[],int arr[],int m,int n)

{

int i=0,j=0,k=0;

int nL = m;

int nR = n;

while(i<nL && j<nR)

{

if(lef[i]<=rig[j])

{

arr[k] = lef[i];

i++;

}

else

{

arr[k] = rig[j];

j++;

cnt += m - i;

}

k++;

}

while(i<nL)

{

arr[k] = lef[i];

i++;

k++;

}

while(j<nL)

{

arr[k] = rig[j];

j++;

k++;

}

void mergesort(int arr[],int n)

{

int i;

if(n<2)

return;

int mid = (n+1)/2;

int left[mid],right[n-mid];

for(i=0; i<mid; i++)

left[i] = arr[i];

for(i = mid; i<n; i++)

right[i-mid] = arr[i];

mergesort(left,mid);

mergesort(right,n-mid);

merge(left,right,arr,mid,n-mid);

}

**How many Divisors of a Number**

**=============================**

#include <stdio.h>

#include <math.h>

#include <stdbool.h>

#define SIZE\_N 1000

#define SIZE\_P 1000

bool flag[SIZE\_N+5];

int primes[SIZE\_P+5];

int seive()

{

int i,j,total=0,val;

for(i=2; i<=SIZE\_N; i++) flag[i]=1;

val=sqrt(SIZE\_N)+1;

for(i=2; i<val; i++)

if(flag[i])

for(j=i; j\*i<=SIZE\_N; j++)

flag[i\*j]=0;

for(i=2; i<=SIZE\_N; i++)

if(flag[i])

primes[total++]=i;

return total;

}

int divisor(int N)

{

int i,val,count,sum;

val=sqrt(N)+1;

sum=1;

for(i=0; primes[i]<val; i++)

{

if(N%primes[i]==0)

{

count=0;

while(N%primes[i]==0)

{

N/=primes[i];

count++;

}

sum\*=(count+1);

}

}

if(N>1)

sum=sum\*2;

return sum;

}

**Sum of Divisors**

**===============**

#include <stdio.h>

#include <math.h>

#include <stdbool.h>

#define SIZE\_N 1000

#define SIZE\_P 1000

bool flag[SIZE\_N+5];

int primes[SIZE\_P+5];

int seive()

{

int i,j,total=0,val;

for(i=2; i<=SIZE\_N; i++) flag[i]=1;

val=sqrt(SIZE\_N)+1;

for(i=2; i<val; i++)

if(flag[i])

for(j=i; j\*i<=SIZE\_N; j++)

flag[i\*j]=0;

for(i=2; i<=SIZE\_N; i++)

if(flag[i])

primes[total++]=i;

return total;

}

int Sum\_Of\_Divisor(int N)

{

int i,val,count,sum,p,s;

val=sqrt(N)+1;

sum=1;

for(i=0; primes[i]<val; i++)

{

if(N%primes[i]==0)

{

p=1;

while(N%primes[i]==0)

{

N/=primes[i];

p=p\*primes[i];

}

p=p\*primes[i];

s=(p-1)/(primes[i]-1);

sum=sum\*s;

}

}

if(N>1)

{

p=N\*N;

s=(p-1)/(N-1);

sum=sum\*s;

}

return sum;

}

**Goldbach’s Conjecture**

**=====================**

int FindSol(int n)

{

int i, res=0;

for(i=2; i<=n/2; i++)

if(flag[i] && flag[n-i])

res++;

return res;

}

**How Many Digits of N!**

**=====================**

long long int digit[10000001];

void digitcount()

{

long long int n=10000001,i;

double sum = 0.0;

digit[0] = 1;

for(i=1; i<=n; i++)

{

sum += log10((double)i);

digit[i] = ceil(sum);

}

digit[1] = 1;

}

**How many Digit’s of XY**

**======================**

D=floor[log10(N!)]+1

=floor[log10(1x2x3x…………xN)]+1

=floor[log10(1) + log10(2) + ……………+log10(N)]+1

**Trailing Zeros of a Factorial**

**=============================**

#include <stdio.h>

int Trailing\_Zeros(int N)

{

int sum=0;

while(N)

{

sum+=N/5;

N=N/5;

}

return sum;

}

**Generate Number of Divisors [1 to N]**

**====================================**

int D[1000010];

void DivisorGenerate()

{

int i,j,val,N,M,count;

D[1]=1;

for(i=2; i<=1000000; i++)

{

N=M=i;

val=sqrt(N)+1;

for(j=0; primes[j]<val; j++)

{

if(M%primes[j]==0)

{

count=0;

while(M%primes[j]==0)

{

M/=primes[j];

count++;

}

D[N]=(count+1)\*D[M];

break;

}

}

if(M==N) //Special Case if N equal prime

{

D[N]=2;

}

}

}

**Last Non Zero Digit of Factorial**

**================================**

int PTwo(int N)

{

int T[]= {6,2,4,8};

if(N==0) return 1;

return T[N%4];

}

int LastNZDigit(int N)

{

int A[]= {1,1,2,6,4};

if(N<5) return A[N];

return (PTwo(N/5)\*LastNZDigit(N/5)\*LastNZDigit(N%5))%10;

}

**Inverse Modulo (Using Fermat Little Theorem)**

**============================================**

int BigMod(long long B,long long P,long long M)

{

long long R=1;

while(P>0)

{

if(P%2==1)

{

R=(R\*B)%M;

}

P/=2;

B=(B\*B)%M;

}

return R;

}

int Inverse\_Modulo(int a,int m)

{

return BigMod(a,m-2,m);

}

**Factorial Factor**

**================**

int Factor(int N,int P)

{

if(N==0) return 0;

return Factor(N/P,P)+N/P;

}

**Primitive Roots**

**===============**

int powmod (int a, int b, int p)

{

int res = 1;

while (b)

if (b & 1)

res = int (res \* 1ll \* a % p), --b;

else

a = int (a \* 1ll \* a % p), b >>= 1;

return res;

}

int generator (int p)

{

vector<int> fact;

int phi = p-1, n = phi;

for (int i=2; i\*i<=n; ++i)

if (n % i == 0)

{

fact.push\_back (i);

while (n % i == 0)

n /= i;

}

if (n > 1)

fact.push\_back (n);

for (int res=2; res<=p; ++res)

{

bool ok = true;

for (size\_t i=0; i<fact.size() && ok; ++i)

ok &= powmod (res, phi / fact[i], p) != 1;

if (ok) return res;

}

return -1;

}

**Rod Cutting**

**===========**

int RodCut(int n)

{

if(n<=0)

return 0;

int Max\_value = INT\_MIN;

for(int i=0; i<n; i++)

{

Max\_value = max(Max\_value,arr[i] + RodCut(n-i-1));

}

return Max\_value;

}

**Edit Distance DP**

**================**

int editDistance()

{

int i,j;

int l1 = strlen(str1);

int l2 = strlen(str2);

for(i=0;i<=l1;i++)

DP[0][i] = i;

for(i=0;i<=l2;i++)

DP[i][0] = i;

for(i=1;i<=l1;i++)

{

for(j=1;j<=l2;j++)

{

if(l1==0)

return l2;

else if(l2==0)

return l1;

else if(str1[i-1]==str2[j-1])

DP[i][j] = min(min(1+DP[i-1][j],1+DP[i][j-1]),DP[i-1][j-1]);

else

DP[i][j] = min(DP[i-1][j-1],min(DP[i][j-1],DP[i-1][j])) + 1;

}

}

return DP[l1][l2];

}

**Extended Euclid Algorithm**

**=========================**

void extended\_euclid(int A,int B)

{

int m,n,p,q,a,b;

int x=1,y=0;

int u=0,v=1;

a = A,b = B;

while(b!=0)

{

m = a%b;

q = a/b;

x = x - (u\*q);

y = y - (v\*q);

swap(x,u);

swap(y,v);

a = b;

b = m;

}

cout << A << "(" << x << ") + " << B << "(" << y << ") = " << a << endl;

}

**Minimum Cost Path DP**

**====================**

int minCostDP(int m, int n) //With memoization O(mn)

{

int i, j;

int tc[R][C];

tc[0][0] = cost[0][0];

for (i = 1; i <= m; i++)

tc[i][0] = tc[i-1][0] + cost[i][0];

for (j = 1; j <= n; j++)

tc[0][j] = tc[0][j-1] + cost[0][j];

for (i = 1; i <= m; i++)

for (j = 1; j <= n; j++)

tc[i][j] = min(tc[i-1][j-1], tc[i-1][j], tc[i][j-1]) + cost[i][j];

return tc[m][n];

}

**Rat in a Maze [Backtrack]**

**=========================**

bool isSafe(int i,int j)

{

if(Arr[i][j]==-1 && (i>0 && j>0) && (i<=m && j<=n) && V[i][j]==0)

{

track.push\_back(i);

track.push\_back(j);

return 1;

}

return 0;

}

void backtrack(int i,int j,int r,int s)

{

if(i==r && j==s)

{

//memset(Arr,-1,sizeof(Arr));

for(int x = 0; x<track.size(); x++)

{

cout << track[x] << " ";

}

cout << endl;

track.clear();

}

else

{

if(isSafe(i,j+1)==1)

{

Arr[i][j+1] = 1;

backtrack(i,j+1,r,s);

}

if(isSafe(i+1,j)==1)

{

Arr[i+1][j] = 1;

backtrack(i+1,j,r,s);

}

}

}

**nCr DP**

**======**

unsigned long long nCr(int n, int r)

{

if(n==r) return dp[n][r] = 1;

if(r==0) return dp[n][r] = 1;

if(r==1) return dp[n][r] = (i64)n;

if(dp[n][r]) return dp[n][r];

return dp[n][r] = nCr(n-1,r) + nCr(n-1,r-1);

}

**Naïve Pattern Searching**

**=======================**

void searchPattern(string x,string p)

{

int l1 = x.length();

int l2 = p.length();

int i,j;

for(i=0; i<l1-l2; i++)

{

string tmp = x.substr(i,l2);

if(p.compare(tmp)==0)

cout << i << endl;

}

return;

}

**Articulation Point**

**==================**

void dfs\_artpoint(int u)

{

int i,j,c,child=0;

dis[u] = low[u] = ++tme;

art[u] = false;

for(i=0;i<graph[u].size();i++)

{

v = graph[u][i];

if(dis[v]==0)

{

child++;

dfs\_artpoint(v);

low[u] = min(low[u],low[v]);

if(low[v] >= dis[u] && u!=root)

art[u] = true;

}

else if(dis[v] < dis[u])

low[u] = min(low[u],dis[v]);

}

if(u==root && child==2)

art[u] = true;

return;

}

**Articulation Bridge**

**===================**

void BPM(int n,int m)

{

int ret = 0;

for(i=1;i<=n;i++) parent[i] = -1;

for(int i=1;i<n;i++)

{

memset(color,0,sizeof(color));

if(dfs(i))

ret++;

}

return;

}

int dfs(int u)

{

if(color[u]) return false;

color[u] = true;

for(int i=0;i<SZ(graph[u]);i++)

{

int v = graph[u][i];

if(parent[v]==-1 || dfs(parent[v]))

{

parent[v] = u;

return true;

}

}

return false;

}

==============================================================================================================

**Geometry**

**========**

//Compute the dot product AB ⋅ BC

int dot(int[] A, int[] B, int[] C){

AB = new int[2];

BC = new int[2];

AB[0] = B[0]-A[0];

AB[1] = B[1]-A[1];

BC[0] = C[0]-B[0];

BC[1] = C[1]-B[1];

int dot = AB[0] \* BC[0] + AB[1] \* BC[1];

return dot;

}

//Compute the cross product AB x AC

int cross(int[] A, int[] B, int[] C){

AB = new int[2];

AC = new int[2];

AB[0] = B[0]-A[0];

AB[1] = B[1]-A[1];

AC[0] = C[0]-A[0];

AC[1] = C[1]-A[1];

int cross = AB[0] \* AC[1] - AB[1] \* AC[0];

return cross;

}

//Compute the distance from A to B

double distance(int[] A, int[] B){

int d1 = A[0] - B[0];

int d2 = A[1] - B[1];

return sqrt(d1\*d1+d2\*d2);

}

//Compute the distance from AB to C

//if isSegment is true, AB is a segment, not a line.

double linePointDist(int[] A, int[] B, int[] C, boolean isSegment){

double dist = cross(A,B,C) / distance(A,B);

if(isSegment){

int dot1 = dot(A,B,C);

if(dot1 > 0)return distance(B,C);

int dot2 = dot(B,A,C);

if(dot2 > 0)return distance(A,C);

}

return abs(dist);

}

//Compute the distance from AB to C

//if isSegment is true, AB is a segment, not a line.

double linePointDist(point A, point B, point C, bool isSegment){

double dist = ((B-A)^(C-A)) / sqrt((B-A)\*(B-A));

if(isSegment){

int dot1 = (C-B)\*(B-A);

if(dot1 > 0)return sqrt((B-C)\*(B-C));

int dot2 = (C-A)\*(A-B);

if(dot2 > 0)return sqrt((A-C)\*(A-C));

}

return abs(dist);

}

**Polygon Area**

**==========**

int area = 0;

int N = lengthof(p);

//We will triangulate the polygon

//into triangles with points p[0],p[i],p[i+1]

for(int i = 1; i+1<N; i++){

int x1 = p[i][0] - p[0][0];

int y1 = p[i][1] - p[0][1];

int x2 = p[i+1][0] - p[0][0];

int y2 = p[i+1][1] - p[0][1];

int cross = x1\*y2 - x2\*y1;

area += cross;

}

return abs(cross/2.0);

**Line-Line Intersection**

**=================**

double det = A1\*B2 - A2\*B1

if(det == 0){

//Lines are parallel

}else{

double x = (B2\*C1 - B1\*C2)/det

double y = (A1\*C2 - A2\*C1)/det

}

**Convex Hull**

**==========**

![http://community.topcoder.com/i/education/geometry08.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMgAAADICAIAAAAiOjnJAAAABGdBTUEAALGOfPtRkwAAACBjSFJNAAB6JQAAgIMAAPn/AACA6AAAdTAAAOpgAAA6lwAAF2+XqZnUAAAV2ElEQVR4nGL8//8/wygYBdQGAAHENNAOGAXDEwAE0GjCGgU0AQABNJqwRgFNAEAAjSasUUATABBAowlrFNAEAATQaMIaBTQBAAE0mrBGAU0AQACNJqxRQBMAEECjCWsU0AQABNBowhoFNAEAATSasEYBTQBAAI0mrFFAEwAQQKMJaxTQBAAE0GjCGgU0AQABNJqwRgFNAEAAjSasUUATABBAowlrFNAEAATQaMIaBTQBAAE0mrBGAU0AQACNJqxRQBMAEECjCWsU0AQABNBowhoFNAEAATSasEYBTQBAAI0mrFFAEwAQQKMJaxTQBAAE0GjCGgU0AQABNJqwRgFNAEAAjSasUUATABBAowlrFNAEAATQaMIaBTQBAAE0mrBGAU0AQACNJqxRQBMAEECjCWsU0AQABNBowhoFNAEAATSasEYBTQBAAI0mLBqCkXy8K0AAsQy0A4Yt+POH4edPhn//GFhZGdjYGJhGWBYGCKDRhEV9ACyogEnq4UOGq1cZPn9mkJdn0NFhEBIaWWkLIIBGExb1wd+/oFQ1bx7DmjUMHz8yGBgwpKYy+PgwcHMPtMvoCAACaDRhUR/8+sVw6NCTBQuOvHq1n4HB8MSJDGFhBktLBi4uBkbGgXYcvQBAAI0mLKqBa9eu7d+//8iRI4cOHfn06fvPn+YMDJYMDIt//nz94UMtsHIcUQAggEYTFkUAmIwOHz4MJE+ePMnJyWkDBmVltR8/arW0MJw4wfD7d+a/fyZcXFr8/MEjp7gCAoAAYhy98oQk8OnTJ2AyOnHixBEwUFVVBaYkR0dHCwsLBQUFiBpgiL59y7B3L8P69Qzv3zPIyV1bvdpu3759RkZ6A+p2ugKAABpNWITBy5cv4SXT2bNngSnJ1tbW3NwcyBAGtp6wgX//GL59Y3j3juHHDwYBAWDRtS07O/3ChQu41A8/ABBAowkLO7h9+zawWNq9ezcwPb179w5YIEGqOSADWOURaQgwaIHVH4Rsb2/ftGnToUOHWFlZaeryQQIAAmg0YSEAsDQCtr4h1RyQC0lGwGrO2NiYKubHxcWxsLDMmzePKqYNcgAQQCM6YX3//h3eWgIyhISEgHWcq6srMD0BG0+0sM7JySk4OLikpITqhg82ABBAIy5hvX37FtKJg7SZgKURpM0EJMXFxWlt+5MnT4B2TZ061cvLi9Z2DSwACKARkbAePHgALJAgg0zAxhO8tQQk+fj46OwYoEtCQ0N37typpaVFZ6vpCQACaNgmLPhwJRAA6yBIJw5SMg200xhWrFjR3NwMbMgP404iQAANq4SFdbgS2PoehGVDVVUVsK+wZcuW4dpJBAigoZ2wiBmuHLQgICAA6MgJEyYMtENoAgACaOglLDKGKwcnAFbQJiYmwB5iYmLiQLuF+gAggAYsYUGGDYkEVBmuHIQA2KsAemHNmjWDoeVHXQAQQAOTsIhZXUnr4cpBAoC+CwkJOXPmjIyMzEC7hZoAIIDonbDwrK6k83Dl4AGzZs2aOHEiMG0N6dIXDQAEEL0TFrCsunsXsbpSW/utmdmR37+BraUT9B+uHDwgJyfnyZMnGzZsGGiHUA0ABBC9E9a3bww7djCUlDDcv/+EgSGFgWGfmJhNRISNm5sFMDnRf7hykIDfv3/7+PgAuyBNTU0D7RbqAIAAovdCP2CJ9eULqKxiYFjMwCDEzv7LwACYXxlUVEbQsl1MwMrKumzZMktLSy0trYiIiIF2DhUAQADRe+MIsKkuJ8dgaMjAzHyEhcVPQgLE5ucf0akKAoSFhYFVYWlpKbDXMtBuoQIACCB6Jyx2dlBrPSnpNwPDfhsbx8hIBmD+FBSksysGKQAWVzNnzgR2El++fDnQbqEUAAQQvatCYMkE7ANKSp5VUlKcOVNcQACUqobprAY5wMvLKzs7OyAgYN++fUO6kwgQQAOwh5KJieHEif1ubo5qagyioqOpCh2UlJSoqqqmp6cPtEMoAgABNDCbcw8cOAAZax5tWmEFc+fOvX37dk9Pz0A7hHwAEEADMPIO7Frz8/Pfv39/RI1UkQqAzSwTExNgk2uILgkECKABKLFOnjypqKg4mqrwA2D4ADuJSUlJ165dG2i3kAMAAmgAEtbhw4cdHR3pb++QA8bGxlOnTgU25N++fTvQbiEZAATQACQseANrFBAEwcHBERERoaGhwPbDQLuFNAAQQPRuY0EaWI8fPx5aa6cGFoSEhEhISEyZMmWgHUICAAggepdYkAbWaKoiCSxevBjYfgBWiwPtEBIAQADRe4AUGECurq50tnSoA05Ozq1btwI7iVpaWkOleQoQQPQusXbv3m1ra0tnS4cBkJGRAXYSIyMjHzx4MNBuIQoABBBd21ijDSwKwfz583t6eo4fPz741xcBBBBdSyzIRprRVEU2SExMBDYkgOXWQDuEMAAIIHonrKHSRBi0oLu7mwG8LXGgHUIAAAQQXRPW/v37RxMWhYCVlXXRokUbN24EdhUH2i34AEAA0a+N9f37d2AlONrAogq4du2au7v76tWrLSwsBtot2AFAANGvxDpx4sRoA4taQEtLa+7cucDG1pMnTwbaLdgBQADRL2ENwnpwqG0CRwFubm4FBQUBAQHAqmCg3YIFAAQQ/RLWYGu5//kD2jL0+TPomNB//wbaNWSB/Px8PT29pKSkgXYIFgAQQHRqYw2qBtZwupLk9+/fTk5OXl5elZWVA+0WFAAQQHSa0gE2sIDNgsGQqhiG15UkwE7ihg0bDAwMgMHr7+8/0M5BAIAAolPCAjawBs9SmV+/QGXV6tUM9++DuCdOMAzpK0mA2XXnzp12dnbAvtHgOQkMIIDoVPoDG1jAxiZ97CIIkDbNQrkfPjAM6StJIJ1Eb2/vwbMkECCA6JGwIKd9mJub08EuYgB80yyw7gOyh8emWWA9CGzFAzuJg2RJIEAA0aPxDqwHS0tLz5w5Q2uLiARoV5IYGTGEhzNoaw+HjWiRkZF8fHwzZ84caIcwAAQQPRJWVVUVMBtBJrkGCUC7kmTYbJoFVg62traxsbH5+fkD6xKAAKJH4/3w4cODrTPMxMTAwwOqCuFXkgwPwMnJCewkWlpaampqDmyjFiCAaF5iQUawXrx4MfiXEA0bADlKft++fQN4YB1AANG88Q4sroB9ltFURU9gYWHR1tY2sPvGAAKI5gnrwIEDg2omZ4QAYDPLy8srLi5uoDqJAAFE84Q1COeeRwhAWxJI5xl3gACibRtrtIE1sODTp0/AhnxJSUlsbCLBY6qpCwACiLa9wtEG1sACYMivX7/B1taWm1uThcWCnjPuAAFE24QFbGANnpmckQmUlFS7u5enpIQKCh7/+lWGbjPuAAFE23Q7qOaeRyb49YuBh8eRja3i0SPvt2+/nzjBsG4daOKB1k0ugACiYcICNrAuXrxIfMt9SK/nHLQAMuP+/382A4MaA8MUus24AwQQDRMWsLjS19cn8iDNYbCec3ACyIy7vv53JqaLLCxKdJtxBwggGraxiFyLPJzWcw5CADmmGlhiycvbqKoGQ2bc6XBMNUAA0TBh7dq1q62tjaCy4bSecxACYMl04MDax4+P7NhxEcil24w7QAAB0zJNwMePH4GV4Ldv3wiq/Pr1/9q1/xUVgS0sEOLm/h8W9v/hw////tHIaSMLPH78WFxc/MyZM5DwpFuoAgQQrUosyI1LxDSwht96zkEF4uLiSkpK4Hfx0W0dB0AA0aohA2y5E3lc0bBczzlIQHt7OwP44Hj6Ww0QQLQqsYAJi5gGFgOsdQlsV4mIINZzDoNLUAZ8mdfZs2cnTpx48eLFAbEdIIBoMlf49u1bWVlZIEnkWMPwW89JzBWyNAXfv3/X19fv7u4eqD1hAAFEkxLr5MmTRDawIGA4reccJKMn2dnZjo6OA7jTECCAaJKwiG9gIQNIehrSqYphcIyerF27Fth5GqhKEAIAAogmww3A4mrfvn20MHnwgwEfPYHcJQNMVXSyDwcACCDqF9DAptW1a9cG7blNtAYDO3ry+/fvpKQkYDdQT0+PTlbiAAABRP2EBWxgAVPVkL5rjxIwsKMnkAvDBmR8AQ0ABBD121i7du0ayUtlBnD05MSJEwM4voAGAAKI+m2skdzAgoC/f/9//gxqV928+f/ly/+/ftHD0o8fP6qqqm7YsIEelhEBAAKIyuNYpI5gDWMAGTeh2+gJsGnFyso6GDbXQwBAAFG5KgT2ckdyAwsZ0HP0ZMWKFQM/voAKAAKIyglrdLMX/cGDBw8KCgqATdtBlZ8BAojKvcLRRe50BpDxhcrKygEfX0ADAAFEzTbWaAOL/qC9vf3AgQM7d+4caIegA4AAomZVCPThaAOLnmBwjS+gAoAAomZVOHrZMz3Bp0+f4uLi5s2bNzivbQcIIGomrNEGFj0BsMHu5ubm5eU10A7BDgACiGpVIbBpdfv27dGERR+wYsWKkydPDp7TNzEBQABRLWFBGlisQ32F3lAADx48yMnJ2bdv32BuzgIEENWqwtHLnukDfv/+HRsbW1tbO9jGF9AAQABRLWGNXvZMH9DR0cHFxTXgZ9cSBAABRJ1xLMgI1sePH0erQpqCEydOBAQEXLx4cXD2BJEBQABRp8SCFFejqYqm4NOnT5GRkYN2fAENAAQQpQkLUt4dOXLEwcGBcteMAjwA2GD39vYetOMLaAAggCjqFcI3Oe3bt3/OnLnUctMowAQrVqw4e/bsYB5fQAMAAURmwkLe5PT06ct79+4rKhoDU9joETG0AINz/QJ+ABBAZCYs5E1Or17t5+a2PXSIdfSIGFoAyPjCIFy/gB8ABBCZJQz8yr9792Z9+bLhyxcH+hxASBUwJBwJBx0dHXx8fIN/fAENAAQQmSUW6iannX/+/Hv+/MHPnwrUchbtwIBvficJnDhxYtasWUOoaQUHAAFEZrgibXJKY2N7yMdneOaMSUdHzqtXL6nrPioCYEH14wfD3bsMO3eCDng9cQJ0WsRgPpYSMr4wc+bMITG+gAYAAoi5oaGBHG3MDLy8oF1NwIiRkGD39bVtacl48uR0Rkb6y5cvjY2Nubi4qO1USgGwXXj/PqhdOHEiw6ZNDLdugdyvpATKJIMTpKamGhoa5ubmDrRDyAEAAUT+9i+sm5zevHmTnZ0NzGG1tbUfP36kykYiaoEB3/xOEli0aBGwtU7MkYiDEwAEEPlNDMgRMbKyDGpqDKKi0IOHhIWFp0yZAmwTAMstNTW1np6e79+/Uy8XUASG0NGBDx48KC0tXbx48RAaX0ADAAFEadsV6yYnGRkZYMvg8OHD165dU1RUnDp16mC4qHioHB0IDCtg02rIjS+gAYAAotXhtnBw8eLF4OBgYFKbN28ere3CD4BV3uvX/1es+B8e/t/N7X9Fxf/z5+m0TZkkAGxFeHl5DbQrKAUAAUTzhAUBwMrRzc1NVVV1+fLl9LERKxiQze8kAWAxD8yEL168GGiHUAoAAohOCQsCgKFmYWEBLOG3bt1KT3vRAJ0PpiYeALs7CgoKAxs41AIAAUSPW+zRwK5du6qqqlhZWdva2kZ39SADYNMK2KGeMGHCQDuECgAggOhaYiGDNWvWaGlpARPW8ePHB8oNgwoM9fEFNAAQQAOWsCAA2KIHNrz8/f0H/GjDgQWQ8x2vXr060A6hGgAIoAFOWEDw69evmTNnAlusERERt27dGmjnDAAAhgCw6TllypSBdgg1AUAADfwcLLCxlZaWBkxSwMC1tLRMSkp68uTJQDuKrqC5uVlISCg7O3ugHUJNABBAA19iIQNgtwjYohcWFgaG8jDochMDIOMLb968GWiHUBkABNDAl1jIgI+Pr7Ky8t69e0CGtrZ2aWnp27dvB9pRNASfPn2KjY2dO3cuMC8NtFuoDAACaHAlLAgApipguXXz5s3v378DkxewpgBGwEA7iiYgPT0d2HEZlvexAwTQ4KoKMcHjx48TExOBPabu7u5h0xWHAGCPWE9P79cgHP6nBgAIoMGesCAA2LQHVhnAtgiw6zQ8YgLoo2E2voAGAAJoaCQsCIDMZysoKAz4fDaFYFiOL6ABgAAaSgkLAo4fPw6Zz16zZs1Au4VMAOygDIP1C/gBQAANvYQFAYNkPpsMsG/fvmE5voAGAAJoqCYsCNi5cycwbQFT2FC5CwOYnoBVOdDZA+0QmgOAABqA1Q1UB2vXrq2rqwMWA42NjYP81rFhtX4BLwAIoKFdYiGDwT+fPbzHF9AAQAANn4T1H9zbAna1Bud8NmR8YbC5inYAIICGVcKCgG/fvgHrGmAsJiYmPn78eKCdAwKQ8YWZM2cOtEPoBwACaDBO6VAIODk58/PzgWWDoqKigYFBTk7OgE841tfXAxN6WlrawDqDngAggIZhiYUMgL2wyspKYWFhIDlQPfwRMr6ABgACaJgnLAiA7M8GJq+mpiY678+GjC8MldEQKgKAABqGVSEmgOzPvnDhwv3799XU1CZOnEi3/dnAijgkJGQE7hkBCKARUWIhA3rOZ4+o8QU0ABBAIy5hQcDFixf9/f1pOp8NTMHAknLkjC+gAYAAGqEJCwIg89laWlpUn88GllLGxsYjanwBDQAE0HCY0qEQ7N+/v6qq6tu3b93d3dRazAk08Nq1axs2bKCKaUMRAATQiC6xkMHWrVsh89mHDx+m0ChgH1BcXHykjS+gAYAAGk1YKABYJ6qqqgLLLbL3ZwPTE7BnMALHF9AAQACNJiwsANiiB7brg4ODyZjPBuoqKSmhhauGFgAIoNGEhR3A57NjY2OJ79kBUySwzT4yxxfQAEAAjSYsfADSosc/nw0/DmmEjy+gAYAAGhEj72QDTk5OYL0Gmc82MTHBnM/+84fh2zeGz5+BCHS+IzAVAptoA+XaQQUAAmh0uIFYAExSvb29s2bNSktLKy4uFhISht8mBExYu3dXffx4a+PGNYP8RgK6AYAAGq0KSQMvXryAzGe3tLSdOfOxrOy/ktJ/Pr597Owys2e/+fJloN03aABAAI0mLHIAsL0VG5vIywtMYBMYGJ4wMMhwcOwbzKfG0x8ABNBowU0OAM9hz6utPf758wkGBkcGhtj//x0H7anxAwIAAoiiizBHMmBjYzA1VbW1XX7ixPffvzkH7anxAwUAAmg0YZEJ2NkZdHQYUlMZREQ4379nMDJiCA8HXc4zCiAAIIBGe4Xkg3//QGMN796BLhUTEAClqtHb1uEAIIBGExalABh+wOoPQo4COAAIoNGENQpoAgACaLRXOApoAgACaDRhjQKaAIAAGk1Yo4AmACCARhPWKKAJAAig0YQ1CmgCAAJoNGGNApoAgAAaTVijgCYAIIBGE9YooAkACKDRhDUKaAIAAmg0YY0CmgCAABpNWKOAJgAggEYT1iigCQAIoNGENQpoAgACaDRhjQKaAIAAGk1Yo4AmACCARhPWKKAJAAig0YQ1CmgCAAJoNGGNApoAgAADAPtBMlf0fODcAAAAAElFTkSuQmCC)![http://community.topcoder.com/i/education/geometry06.png](data:image/png;base64,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)

![http://community.topcoder.com/i/education/geometry09.png](data:image/png;base64,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)

convexHull(point[] X){

int N = lengthof(X);

int p = 0;

//First find the leftmost point

for(int i = 1; i<N; i++){

if(X[i] < X[p])

p = i;

}

int start = p;

do{

int n = -1;

for(int i = 0; i<N; i++){

//Don't go back to the same point you came from

if(i == p)continue;

//If there is no N yet, set it to i

if(n == -1)n = i;

int cross = (X[i] - X[p]) x (X[n] - X[p]);

if(cross < 0){

//As described above, set N=X

n = i;

}

}

p = n;

}while(start!=p);

}

[Alternate:]

//If onEdge is true, use as many points as possible for

//the convex hull, otherwise as few as possible.

convexHull(point[] X, boolean onEdge){

int N = lengthof(X);

int p = 0;

boolean[] used = new boolean[N];

//First find the leftmost point

for(int i = 1; i<N; i++){

if(X[i] < X[p])

p = i;

}

int start = p;

do{

int n = -1;

int dist = onEdge?INF:0;

for(int i = 0; i<N; i++){

//X[i] is the X in the discussion

//Don't go back to the same point you came from

if(i==p)continue;

//Don't go to a visited point

if(used[i])continue;

//If there is no N yet, set it to X

if(n == -1)n = i;

int cross = (X[i] - X[p]) x (X[n] - X[p]);

//d is the distance from P to X

int d = (X[i] - X[p]) ⋅ (X[i] - X[p]);

if(cross < 0){

//As described above, set N=X

n = i;

dist = d;

}else if(cross == 0){

//In this case, both N and X are in the

//same direction. If onEdge is true, pick the

//closest one, otherwise pick the farthest one.

if(onEdge && d < dist){

dist = d;

n = i;

}else if(!onEdge && d > dist){

dist = d;

n = i;

}

}

}

p = n;

used[p] = true;

}while(start!=p);

}

**Intersect of Circle and St. line**

**================================**

int main()

{

double a,b,c;

double p,q,r,s,t,m,n;

cout << "Enter Straight Line Equation: ";

scanf("%lf %lf",&m,&n);

cout << "Enter Circle Equation: ";

scanf("%lf %lf %lf",&p,&q,&r);

a = m\*m + 1;

b = -2\*p + 2 \* m \* (n-q);

c = p\*p + (n-q)\*(n-q) - r;

cout << a << " " << b << " " << c << endl;

double x1,x2,y1,y2,ab;

ab = b\*b - 4 \* a \* c;

cout << ab << endl;

if(ab<0)

cout << "AB < 0" << endl;

else

{

ab = sqrt(ab);

x1 = (-b + ab)/(2\*a);

x2 = (-b - ab)/(2\*a);

y1 = m \* x1 + n;

y2 = m \* x2 + n;

cout << "(" << x1 << "," << y1 << ")" << "(" << x2 << "," << y2 << ")" << endl;

}

return 0;

}

**New Added Codes**

**=================**

**0-1 Knapsack**

**============**

**int CAP;**

**int weight[sz+1];**

**int cost[sz+1];**

**int dp[sz+1][sz\_w+1];**

**int n;**

**void init()**

**{**

**MEM(dp,-1);**

**}**

**int func(int i,int w)**

**{**

**if(i == n)**

**return 0;**

**if(dp[i][w]!=-1)**

**return dp[i][w];**

**int prof1 = 0,prof2 = 0;**

**if(w+weight[i]<=CAP)**

**prof1 = cost[i] + func(i+1,w+weight[i]);**

**prof2 = func(i+1,w);**

**dp[i][w] = MAX(prof1,prof2);**

**return dp[i][w];**

**}**

**int main()**

**{**

**init();**

**cin >> n >> CAP;**

**for(int i=0; i<n; i++)**

**{**

**cin >> weight[i] >> cost[i];**

**}**

**cout << func(0,0) << endl;**

**return 0;**

**}**

**Longest Palindromic Subsequence**

**================================**

class myString

{

public:

static string rev(string str)

{

int ln = str.size();

for(int i=0; i<ln/2; i++)

{

char tmp = str[i];

str[i] = str[ln-i-1];

str[ln-i-1] = tmp;

}

return str;

}

};

int LCS(string a,string b)

{

int c[100][100];

MEM(c,0);

int lena = a.size();

int lenb = b.size();

int i,j;

for(i=1; i<=lena; i++)

{

for(j=1; j<=lenb; j++)

{

if(a[i-1]==b[j-1])

c[i][j] = c[i-1][j-1]+1;

else

c[i][j] = MAX(c[i][j-1],c[i-1][j]);

}

}

return c[lena][lenb];

}

int LPS(string str)

{

int len = str.size();

int i,j,k;

int dp[100][100];

for(i=0;i<len;i++)

dp[i][i] = 1;

for(k=2;k<=len;k++)

{

for(i=0;i<len-k+1;i++)

{

j = i+k-1;

if(str[i] == str[j] && k==2)

dp[i][j] = 2;

else if(str[i] == str[j])

dp[i][j] = dp[i+1][j-1]+2;

else

dp[i][j] = MAX(dp[i][j-1],dp[i+1][j]);

}

}

return dp[0][len-1];

}

int main()

{

// This method is working with LCS(string a, revese(string a))

myString s;

string ss;

cin >> ss;

int n = LCS(ss,s.rev(ss));

cout << "Using LCS(s,rev(s)): " << n << endl;

cout << "Using LPS: " << LPS(ss) << endl;

}

**Rock Climing**

**============**

#define inf 1<<28

int mat[][10]=

{

{-1, 2, 5},

{4, -2, 3},

{1 , 2 ,10,}

};

int dp[10][10];

int r=3,c=3;

int rockClimb(int i,int j)

{

if((i>=0 && i<r) && (j>=0 && j<c))

{

if(dp[i][j]!=-1)

return dp[i][j];

int ret = -inf;

ret = MAX(ret,rockClimb(i+1,j)+mat[i][j]);

ret = MAX(ret,rockClimb(i+1,j-1)+mat[i][j]);

ret = MAX(ret,rockClimb(i+1,j+1)+mat[i][j]);

return dp[i][j] = ret;

}

else return 0;

}

int main()

{

MEM(dp,-1);

cout << rockClimb(0,0) << endl;

return 0;

}

**Sum of digits upto N**

**=====================**

#define limit 10000000

int dp[limit+5];

int totalSum(int n)

{

int total = 0;

while(n!=0)

{

int tmp = n % 10;

total += tmp;

n /= 10;

}

return total;

}

void sumDigitsUptoN()

{

dp[0] = 0;

for(int i=1; i<limit; i++)

{

dp[i] = dp[i-1] + totalSum(i);

}

}

int main()

{

sumDigitsUptoN();

int n;

while(cin >> n)

{

cout << dp[n] << endl;

}

return 0;

}